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Development of a cloud service and a mobile client that visualizes business data stored in Microsoft Dynamics CRM
Jeton Mustini

In this master thesis a prototype application is developed to help decision makers analyze data and present it so that decision makers can make business decisions more easily. The application consists of a client application, a cloud service, and a Microsoft Dynamics CRM system. The client application is developed as a Windows Store App, and the cloud service is developed as a web application using ASP.NET Web API. From the client users can connect to the cloud service by providing a set of user credentials. These credentials are then used against the users Microsoft Dynamics CRM server to retrieve business data. Data is modeled in a component on the cloud service to useful information defined by key performance indicators. The user’s hierarchical organization structure is also replicated in the cloud service to enable users to drill-down forward and backward between organizational units and view their key performance indicators. These key performance indicators are finally returned to the client and presented on a dashboard using interactive charts.
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1. INTRODUCTION

1.1 Background

This project has its background due to sales organizations frequent need to combine and present information to decision makers in a clear and accessible way. This need arises because decision makers continuously have to take strategic decisions, in conjunction with this, their organizations sales support systems also contain increasingly relevant data that can be used as a basis for the compilation of decision making. Trends in IT-organizations are towering partly to increased accessibility to CRM (Customer Relationship Management) systems and partly to the greater accessibility to data in existing and new systems support. This is driven by the increasing tendency to use system support within sales and an increased introduction of portable clients like phones and tablets as a sale tool. For both sales people and decision makers.

The information that business organizations have today has increased a lot. This information is often stored in some form of database. Often some software is used to work with the data. As an example is Microsoft Dynamics CRM, which is used to work with SQL Server. The software can be used for both managing the data and for displaying the data. The problem here is that the type of queries that can be requested from the software are limited. Executives need to go through a lot of steps to come to the desired information. Another problem with these systems are that they are not optimized for mobile devices like phones and tablets. These tools have become an important part of our daily lives.

Executives need to make decisions quickly and in any situation. This is where the project comes in, to provide this service. By developing a prototype application that can retrieve data from organization’s Microsoft Dynamics CRM system, process the data to useful information, and display that information.

1.2 Aim of Thesis

The aim of the thesis is to develop a prototype application that retrieves information from Microsoft Dynamics CRM defined by specific KPIs (key performance indica-
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tors). In between the information is to be processed by a cloud service developed as a web application. The whole solution will consist of an integration between the following three parts, where the client application and the web application were developed during the project:

- A client business application developed as a Windows Store App.
- A web application in the form of a Web API (application programming interface), for processing information and querying Microsoft Dynamics CRM after defined KPIs.
- A Microsoft Dynamics CRM system where business data is stored and acts as a database.

The application is developed to be a simple form of an executive information system, where the main view consist of a dashboard displaying data on charts with drill-down capabilities. The user connects to the web application by providing user-credentials. The web application then processes these credentials and requests information from a Microsoft Dynamics CRM server specified by a URI (Uniform Resource Identifier) in the credentials. The information is modeled on the web application defined by KPIs and then returned to the client application. The client application and the web application were developed using Microsoft’s IDE (integration development environment) called Visual Studio and the CRM System used were Microsoft Dynamics CRM. The communication between the different parts of the application is done through HTTPS (Hyper Text Transfer Protocol Secure).

1.3 Technology Constraints

This project was carried out for an IT consultant company that is based in Uppsala with the name Apprexo. Apprexo focuses on developing and leveraging customized solutions of Microsoft Dynamics CRM. They exclusively work with tools and technologies from Microsoft’s product portfolio, and therefore, the project has been limited to these tools and technologies.

1.4 Disposition

The structure of the thesis follows the workflow during the project. Chapter 2, theory, describes the components and key elements that one need to know about DSS (Decision Support Systems), EIS (Executive Information Systems), KPIs and Dashboards. Chapter 3 introduces Microsoft Dynamics CRM. Chapter 4 formulates theoretically the problem the application is trying to solve, and the approach used to solve the problem. The chapter ends with a simple overview of the application
architecture. Chapters 5 and 6 deals with the design, software patterns and technologies used to build the components, starting with the client component, followed by the cloud component and ending with how users authenticate against the data component. After showing how the prototype application is built a discussion and conclusion follows in chapter 7. The thesis ends with future work on the application in chapter 8.
2. THEORY

The project falls within the field of Decision Support Systems (DSS) and Executive Information Systems (EIS). To better understand these topics and the components that they consist of, literature studies where done on these fields. The critical part of these literature studies is presented in this chapter.

2.1 Decision Support System (DSS)

Every day are we faced with situations where we have to make decisions, from choosing the clothes that we should wear in the morning, to what strategy the company should use to be competitive in the future? In order to make good decisions, one must have sufficient information to distinguish a good decision from other less good decisions.

The information used to support these decisions may come in various ways. They can be based on existing data in an organization’s system, or they can be based on historical data. And in some cases that is not sufficient, and new data must be collected in order to make the right decisions.

This data can come and be brought together from different sources and be organized in many ways. The format of the data may also vary from numbers, graphs and images etcetera. But having a lot of data available is not enough to make good decisions, it is when this data is turned into useful information that good decisions can be made. This process of organizing and processing data to create information for different decisions is called modeling. Modeling can also vary greatly from simple representations to very advanced mathematical functions. All of these steps, to bring together the right data and model it to information in order to make better decisions can be accomplished with decision support systems.

2.1.1 What are DSS?

Decision Support Systems are computer-based systems that bring together data from different sources to be analyzed after specific models [1]. The results of the modeling will help decision makers to better evaluate the assumptions that are the basis for the modeling. DSS allow decision makers to access information when they
need the information in their preferred format for that information. This allows the decision maker to explore business intelligence in their organization in a timely and effective manner.

The following properties formally characterize a computer-based decision support system:

- A decision support system retrieves data from multiple sources.
- A decision support system transforms large amounts of data through models into useful and insightful information that facilitate and enable decision-makers to make good decisions.
- A decision support system must provide a user-friendly interface that allows the user to interact and navigate through the organization.

In the prototype application developed there will only be one data source used, and the amounts of data to be transformed will be restricted.

2.1.2 When to use DSS?

Decision Support Systems are in use today in virtually every field imaginable from search engines that scan and gather huge amount of information to organize it for decision-making to presidential campaigns. As an example, in 2008 a DSS called Neighbor to Neighbor were used during American president Barack Obama’s election campaign [2]. In that DSS there were information such as names and addresses of voters who they thought had not yet decided on whom to put their vote on. In the DSS there were also information about election issues that were popular in a specific region or district, and information on results from previous elections in these areas. With help of this collected information in the DSS the campaign staff during the election could more effectively build their presentations and flyers to convince voters to vote for Obama. Since they already knew from the DSS what voters from different areas might base their decisions on.

Because DSS are used in so many areas, it is of interest to know when it is appropriate to use a DSS? This varies depending on the situation but DSS are most useful on opportunities or problems were it is not obvious or clear what information is needed to be provided, or what criteria and models is needed to be applied. That is when it is not obvious or directly given how the choices should be made [3]. Although DSS are most often used when the decisions are not a priori, they can still be useful on more organized problems. A few of these problems related to an organization are [4]:
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- When managers and staff spend a lot of time finding, identifying, and analyzing information already stored in their existing systems.

- Management meetings are delayed due to the invalidity of information, that is the information is constantly challenged or updated.

- There is no user-friendly interface that allows the user to interact and navigate through the organization.

- When data collection is already happening but the information in the data is not used to its full potential.

From the listed points our application is trying to target points one and three. The reason is that managers have to go through a lot of steps to get to the right information, and aggregate or model the information to be useful. Often the information is presented in a not so user friendly report, and with no capabilities to view the same information for other parts of the organization. Which is the case for Microsoft Dynamics CRM.

There are many more cases when a DSS can be used, and they all have the same goal, to help the decision maker to make decisions better and more easily.

2.1.3 Components of a DSS

Decision support systems consist of three main components, a database management system (DBMS) that assist with data and necessary functionality to retrieve data in a suitable format. A model base management system (MBMS) that keeps track of all the models used for analysis. And a user interface (UI) where all incoming information starts and all outgoing information ends. Which represents all screens presenting information to the user.

2.1.3.1 Data Component

Decision making and business intelligence in general are dependent on data. So there needs to be data, in order to do any business intelligence. By analyzing the data we can get a better understanding of the business, and its performance, which in turn means we can improve our decision making. Therefore, before understanding how to make models or how to project the appropriate information to the user interface, it is important to understand what data should be included in the DSS, and what is meant by data in a DSS?
Data can be thought as things that are known or assumed [5]. The term generally refers to facts from which conclusions can be drawn. One of the main purposes of DSS is to transform these data into information that can be used to help the decision maker. So while data represent things that are known or assumed, information refers to the processed data or knowledge acquired from data. If the data in the data component is not in or by itself information, or if the data cannot be transformed into information, that data should not be included in the data component, since it is not providing any useful information. The goal of a DSS and business intelligence in general is to study historical and current patterns, and performance so as to predict the future and improve the organization’s response to future events. This means that the data need to represent practical indicators of what is happening in the organization, indicators of when changes occur, and indicators of when and how actions need to be taken to respond to these changes.

Most DSS include financial information. These reflect quantitative data indicating revenues by organizational units. Such data allows a manager to evaluate returns on investments and profitability indices.

To measure important factors managers use KPIs which reflect how closely the organization is moving toward its strategic goals. For the data in the data component and the information presented to the user to be useful it should meet the characteristics in table 2.1.

Usually this data is stored in a relational database which corresponds to the data component. A relational database consist of a collection of related tables. Each table in the database is a physical representation of an object or entity that is in a tabular format consisting of rows and columns. Columns are the fields of a record or the attribute of an entity. The rows contain the values or data instances. Information from the database can be accessed by joining tables that use indexes. To reduce the redundancy and anomalies, and keep the database maintainable, relational databases follows a set rules called normalization rules.

In our application Microsoft Dynamics CRM acts as the role of the data component. Microsoft Dynamics CRM uses a meta data driven architecture. Meta data is simply information about data. In this architecture the user works with the meta data which is an abstraction layer above the database instead of working with the database directly. This architecture provides the flexibility to create custom entities and additional system entity attributes in Microsoft Dynamics CRM described later.
Table 2.1: Important characteristics of data and information.

<table>
<thead>
<tr>
<th>Characteristic</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Timely</td>
<td>Timeliness addresses whether the data and information is available to the decision maker soon enough for it to be meaningful.</td>
</tr>
<tr>
<td>Sufficiency</td>
<td>Addresses whether the data size is sufficient to support the type of decision the decision maker wishes to make.</td>
</tr>
<tr>
<td>Aggregation level</td>
<td>Users need access to organizational information, the information needs to be provided in various levels of detail, with drill-down capabilities.</td>
</tr>
<tr>
<td>Redundancy</td>
<td>Should be minimized.</td>
</tr>
<tr>
<td>Understandability</td>
<td>Data and information needs to be understandable.</td>
</tr>
<tr>
<td>Freedom from bias</td>
<td>Information must be complete, correct and unbiased.</td>
</tr>
<tr>
<td>Reliability</td>
<td>Information must be reliable and validated.</td>
</tr>
<tr>
<td>Decision Relevance</td>
<td>System must meet the needs of executives.</td>
</tr>
<tr>
<td>Comparability</td>
<td>Users need to interpret ratios, trends and deviations.</td>
</tr>
<tr>
<td>Appropriateness of format</td>
<td>Format should reflect user preferences, and be flexible.</td>
</tr>
</tbody>
</table>

2.1.3.2 Model Component

The purpose of the model is to represent relationships in the application in such way that decision makers can be guided towards a desired goal. The involvement and support of these models is what differentiates DSS from other kind of computerized systems. It is the models that make the system a DSS. Hence to understand DSS, one must understand the definition of modeling.

Modeling is a simplification of some phenomenon for the purpose of understanding its behavior. Modeling simplifies and abstracts detailed event data to allow understanding of the major forces acting upon the alternatives. It involves the process of removing unnecessary detail, and thereby allowing the important patterns to shine through the details. This way choice contexts becomes simplified so that decision makers can understand options. As an example statisticians develop and use regression models, which have the goal to determine the factors to understanding the variability in the phenomenon. Most business decisions have a large number of factors, and decision makers need to filter the essential components from the irrelevant ones [6].

In our application the models will be located in a component on the cloud service and will consist of a simple library of classes.
2.1.3.3 User Interface Component

To most decision makers, the user interface is the DSS. Because it is the user interface that includes all the mechanisms by which commands, requests, and data are entered into the DSS, as well as all the methods by which results and information are output by the system. The purpose of the user interface is to enable communication between the human user and the computer, or device. This area of communication is known as human-computer interaction. The goal with human-computer interaction is to minimize the amount of incorrectly perceived information while also minimizing the amount of effort expended by the decision maker [7]. A prime concern of this goal is to the speed at which decision makers can overview available information. In addition to making the information more quickly apparent, the user interface must be effective. These interfaces must allow users to work in a comfortable way and to focus on the data and the models in a way that supports the decision to be made.

2.2 Executive Information Systems (EIS)

An EIS is a specialized form of decision support system that supports executives as they analyze important information within their organization. The purpose with an EIS is to provide executives and managers with an easy to use tool that improves the quality of the decisions that are being made in the organization, reduce the amount of time needed to identify problems and opportunities, together with the ability to get access to data and models faster [8].

The difference between EIS and DSS is that an EIS usually contains data from both external and internal sources, when DSS only contains information from internal sources. The external information an EIS contains can be about competitors or customers etcetera.

An EIS offers many features and capabilities such as consolidation which involves the aggregation of information, drill-down which enables users to acquire layers of detailed information and examine information from different perspectives. Executives can customize organizational information in the system so that it is readily available, self-sufficient and relevant to the executive business needs. This is done on a digital dashboard that integrates information from multiple components and tailors this information to individual preferences. The dashboard also identifies the status of KPIs.

2.2.1 Key Performance Indicators (KPI)

The metrics used by organizations to measure performance are called KPIs. KPIs are measurable attributes of the corporate environment. They are used as a direction
of improvement, a target, and a timeframe that can relate specific activities to long term goals. The KPIs used vary depending on the organization because they are defined as factors of importance to stakeholders that relate to their corporate goals [9]. When selecting KPIs in an organization five important questions should be asked:

- What decisions are the KPIs supporting?
- What is really being measured by the KPIs?
- Why do these KPIs matter to the decisions being asked?
- What is already known about these KPIs?
- What is the value of measuring the KPIs further?

By answering these questions when adopting KPIs, they will direct the organization in the following ways:

- Be practical indicators of the organization’s processes;
- Be directional indicators that specify progress in the organization or the absence of progress.
- Be actionable indicators that direct management on what to change in the organization if necessary.
- Be targeted to the business that the organization values most.

### 2.2.2 Dashboards

Dashboards provide a mechanism to monitor whatever is important to a decision maker, most commonly these are KPIs as discussed earlier. Dashboards can present KPIs or any aspect of the organization.

The goal of the dashboard is to present organized data to the decision maker in an easy to understand format. The Dashboard is also interactive, allowing decision makers to drill-down for additional information. Table 2.2 lists some important requirements that the user interface of a dashboard should contain [10]. All of these requirements will not be met by the prototype dashboard we are developing, mainly because of the limited duration of the project.
### Table 2.2: User interface requirements on the dashboard

<table>
<thead>
<tr>
<th>Requirement</th>
</tr>
</thead>
<tbody>
<tr>
<td>User interface need to be user friendly.</td>
</tr>
<tr>
<td>User interface need to incorporate the use of graphics.</td>
</tr>
<tr>
<td>User interface need to incorporate alternative input/output devices such as mouse, touch pads, touch screens etcetera.</td>
</tr>
<tr>
<td>User interface need to be intuitive.</td>
</tr>
<tr>
<td>User interface need to be tailored to management style of individual executives.</td>
</tr>
<tr>
<td>User interface need to contain help menus for functions of the system.</td>
</tr>
</tbody>
</table>
3. INTRODUCTION TO MICROSOFT DYNAMICS CRM

3.1 Microsoft Dynamics CRM

All the information viewed on the client application and processed in the web application comes from Microsoft Dynamics CRM, for our purposes Microsoft Dynamics CRM serves as the data component in the application. But there is much more to the platform than just acting as a data component. Therefore it is important to understand some of the internal components of the platform and services it provides.

3.1.1 Modules

Microsoft Dynamics CRM is a customer relationship management system developed by Microsoft, subsequently referred as Dynamics CRM. The system provides a platform for organizations and companies that can be tailored for their business needs. Dynamics CRM can be used for a lot of causes and there is no restriction on how much the platform can be extended. Out of the box the system is delivered with three main modules. The modules are in the areas of sales, marketing and services. Each module contains a number of entities that model and manage business data. Examples of a few entities are contacts, campaigns and events that can be used to follow up, and support activities in sales, marketing and service. Each entity has a number of attributes, where each attribute represents the data of a particular type. For instance the Contact entity has attributes such as address, jobtitle and email etcetera. This is shown in figure 3.1.

3.1.2 Business Process Flows

Dynamics CRM is intended to help organizations, and especially organizations in the sales area, to deal with customers and keep track of various sales processes. These processes are known as Business Process Flows. They are intended to guide sales people through business processes. These processes are represented as headings in the software [11]. Business process flows are made up of different stages, and at each stage, there are several steps to go through by typing in information in fields. A sales person can
Figure 3.1: Shows the interface of Dynamics CRM 2013 software. The horizontal panel shows the different entities in the Sales module. Current view is in the Sales module and Opportunities entity. Also showing are some attributes for a specific contact.

see at what stage he or she is at, and what steps must be taken to make progress or terminate a business process. Business process flows are customizable and can be extended to align with the organization’s sales process. Two examples of out of the box sales processes in Dynamics CRM are Lead to Opportunity Sales Process and Opportunity Sales Process.

3.1.3 Sales

In the sales module there are four important entities managing customers and sales, these are the following entities: Accounts, Contacts, Leads and Opportunities [12]. A quick explanation of these entities is in table 3.1. A simplification of a typical sales process starts with a sales person having gained a lead, if there is interest in doing business from the customer that lead can be turned into an opportunity. In the opportunity the sales person can present products to
### Table 3.1: Important entities in the sales module

<table>
<thead>
<tr>
<th>Entity</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Accounts</td>
<td>Equivalent to businesses, organizations, groups or companies. These may be existing customers or potential customers.</td>
</tr>
<tr>
<td>Contacts</td>
<td>Corresponds to people. These may be linked to an organization or a company’s contact person.</td>
</tr>
<tr>
<td>Leads</td>
<td>Equivalent to a person or organization that it might be possible to do business with.</td>
</tr>
<tr>
<td>Opportunity</td>
<td>If there has been contact with a person or organization, and there is interest in doing business, a lead can be turned into an opportunity.</td>
</tr>
</tbody>
</table>

make a deal with the customer, if the customer accepts the deal, a sale can be made and the opportunity can be closed as won.

These type of sales processes are what sales people have to go through in their everyday work. But for sales managers and executives these processes are not interesting. Instead, they are interested in the information that the results of these processes bring. These results are related to the different states opportunities can be in. An Opportunity in Dynamics CRM can be in three different states: open, won or lost [13]. An open opportunity is an opportunity where there is interest from a customer to do business but no sales have been made yet, and the process is ongoing. A won opportunity is an opportunity where a sale has been successfully made by a customer, and a revenue for that opportunity has been realized by the organization. And a lost opportunity is simply an opportunity where business has failed and no revenue will be made for that opportunity.

Based on the different states of opportunities one can arrive at the conclusion that open opportunities are uncertain, in the sense that they might bring revenue if they are won, but not if they are lost. Won and lost opportunities on the other hand are certain, if an opportunity is won it means that revenue for that opportunity will be made, and no revenue if it is lost. So for an executive to make good strategic decisions in an organization, the executive’s facts cannot be based on uncertain information. Therefore the opportunities of interest are those that are won or lost.

In figure 3.1 we saw that contacts have attributes associated with them, opportunities also have associated attributes. Some attributes of interest are how much the opportunity is worth, which sales person owns the opportunity, and which company this opportunity concerns.

In an organization a sales person can have hundreds of opportunities associated with him or her. For an executive or sales manager to keep track and gather infor-
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Information about the organization and sales people is cumbersome and time consuming. If a manager wants to view how many won opportunities a sales person has, a query can be made through a tool in Dynamics CRM called Advanced Find. Or if the manager wants to view how much those opportunities are worth in value, a new query has to be made. Or another example can be to view the win ratio of all opportunities in an organization.

Advanced Find is limited in the queries it can query to the underlying database. This is something the application in the project is trying to simplify by creating KPIs. But first it is necessary to understand the hierarchy of units in Dynamics CRM.

3.1.4 Security Roles and Business Units Hierarchy

Many businesses and companies consist of various units that have the task of maintaining a certain part of the business such as sales. Large companies can also have multiple units and sub-units within the same business area, they then usually follow a hierarchical structure. Similarly, the staff usually follow a hierarchical structure with various roles like executives, managers and sales people that have different privileges in the organization.

Microsoft has taken this hierarchical organizational structure into account when developing Dynamics CRM. An organization in Dynamics CRM also consists of units called Business Units. A business Unit can have a parent business unit or be a parent business unit to other business units. The first unit or top unit created for an organization is assigned to the root business unit in Dynamics CRM [14]. Similarly, users also follow a somewhat hierarchical structure with different roles and with privileges to access information in the organization. These roles are called security roles in Dynamics CRM. The security role for a user determines what entities the user can view and what actions on these entities the user can perform. Organizational structure and security roles are illustrated in figure 3.2 as a five-level scale. And a short description for the different roles in table 3.2.

A top-executive might have organizational privileges to access all records in the organization. And a manager might have Business Unit privileges to access the records belonging to the business unit and the sales people in that business unit. Sales people usually have user privileges allowing them only to access their own records.

These roles are important when the user uses the client to connect to their Dynamics CRM instance. Depending on the privileges the user has, he or she will only get access to the corresponding information.
### Table 3.2: Privileges for the different roles

<table>
<thead>
<tr>
<th>Role</th>
<th>Privileges</th>
</tr>
</thead>
<tbody>
<tr>
<td>Organizational</td>
<td>Privileges on all records in the organization regardless of who owns them.</td>
</tr>
<tr>
<td>Parent: Child Business Unit</td>
<td>Privileges on all records that are owned by their own units and units that branches from their unit.</td>
</tr>
<tr>
<td>Business Unit</td>
<td>Privileges on all records that are owned by their own unit.</td>
</tr>
<tr>
<td>User</td>
<td>Privileges on records owned by the user.</td>
</tr>
</tbody>
</table>

![Organizational structure and security roles](image)

**Figure 3.2: Organizational structure and security roles.**
4. PROBLEM FORMULATION AND SOLUTION

4.1 Problem Statement

In the previous chapter we saw that an organization in Dynamics CRM follows a hierarchical structure, where users are assigned different security roles in the organization. We also saw some of the problems executives faced when retrieving information in Dynamics CRM. Often this information corresponds to the organization’s KPIs.

The problem the application developed in this project is trying to solve, can be stated as follows:

*Depending on a user’s role, may that be an executive, manager or sales person, the user should be able to view the KPIs that the organization uses as metrics to define its performance, based on the information the user has permission to access. Further, if a user has access to other business units, then the user should be able to drill-down to those business units and view their KPIs.*

An example illustrates best what the statement implies. Figure 4.1 shows an imaginary structure for an organization. This is a hierarchical structure starting with a root business unit branching all the way to sales people. In this hierarchical organization there are seven business units and ten sales persons. In every business unit in this organization there should be a manager or executive. Depending on which business unit a manager is located in, that manager should be able to view the KPIs for all the business units and sales people branching from the manager’s business unit. For instance a manager in Business Unit A should be able to view KPIs for business units A, C, D and sales persons 1 to 5, because they all branch from unit A. In the same way a manager in the Root Business Unit can view KPIs for the whole organization, and a sales person can only view his or her KPIs. Depending on how these KPIs are represented a manager should be able to drill-down in the hierarchy to view KPIs further down in the organization.
4. Problem Formulation and solution

Figure 4.1: Shows a typical hierarchical structure of an organization.

4.2 KPIs Supported by The Application

Apprexo has significant experience on working with and customizing Dynamics CRM solutions. Based on the experience from many projects, and working closely with executives, they have seen an increasing demand for dashboards in organizations, and what type of KPIs they use as metrics for their organization. This, together with the previous discussion on opportunities, the conclusion is that the following two KPIs should be supported on the client to begin with, shown in table 4.1.

Table 4.1: Key performance indicators supported by the application.

| What is the win ratio of total opportunities in value? |
| What is the win ratio of total opportunities in quantity? |

Translating these KPIs to modeling functions, we get the following equations:

\[
WinRatio_{value} = \frac{\sum WonOpportunities_{value}}{\sum WonOpportunities_{value} + \sum LostOpportunities_{value}} \quad (4.1)
\]
4. Problem Formulation and solution

\[ \text{WinRatio}_{\text{quantity}} = \frac{\sum \text{WonOpportunities}_{\text{quantity}}}{\sum \text{WonOpportunities}_{\text{quantity}} + \sum \text{LostOpportunities}_{\text{quantity}}} \]  

To calculate the win ratios we need to know the summation of both won opportunities and lost opportunities. Won and lost opportunities in value and quantity can also by itself be used as KPIs. To get some insight to what these KPIs bring to the organization a three dimensional graph is plotted in figure 4.2. Since both equations are the same, but measure different units. They can be viewed within the same graph.

Figure 4.2: The figure for the win ratio in quantity and value are identical, since the equations are the same, the difference is what they measure. Looking at the figure with respect to value, one must assume that the Won- and Lost-axis are won and lost opportunities in thousands of Swedish kronor. In the same way from a quantity perspective the axes corresponds to the number of won and lost opportunities for a user.

Looking at the graph from a values perspective we see that if a sales person has \textit{won opportunities} with a high value and \textit{lost opportunities} with a low value, the
result is that the win ratio in value becomes high. For instance if the value of won opportunities is 60000 Swedish kronor and lost opportunities is 20000 Swedish kronor, the result will be a KPI value of 0.75 from equation 4.1, that is 75%. By just looking at this value we cannot determine how many of these opportunities were won or lost. A sales person might have lost nine out of ten opportunities and still get a high win ratio in value, if that one won opportunity resulted in a very high value compared to the other nine. So a sales person could misleadingly appear to be good in sales if the manager relied solely on this KPI. But in combination with win ratio in quantity this effect can be detected and in that particular case the win ratio in quantity would be 0.1, that is 10%. The best results are when both KPIs in value and quantity are high. Which means that a sales person is winning many opportunities and at a high revenue.

The idea is that an executive or manager should be able to view the KPI values starting from a high level like the root business unit in figure 4.1, and then drill-down to view the KPI values for the business units. And if the KPI values are not satisfactory, the manager can continue to drill-down further in the organization to find the underlying cause. The cause could, for instance, be that a specific sales person is not successful in selling, and bringing the figures down. With this information the manager can take action and make changes.

4.2.1 Steps to Solve The Problem Statement

There are many steps that need to be solved to enable the functionality described in the previous section. Fortunately as a developer many of these are already handled by the Dynamics CRM server. For instance as a developer we do not have to worry about controlling what information a user should be allowed to view or retrieve. This already done by Dynamics CRM security role model. Dynamics CRM only return data based on your privileges. The steps we need to solve are:

1. Create the hierarchical structure of the user’s organization independent of how many business units or sales people there are in the organization, as long as there is a connection between units and sales people, like in figure 4.1. The connection part is also taken care of by Dynamics CRM which requires that a user belongs to a business unit and business units to have a parent business unit, unless that unit is not the root business unit.

2. Calculate the KPI values for all the business units and sales people in the hierarchy. Business units do not have any opportunities assign to them, so their KPI values must be calculated based on the opportunities in the branching sales people.
3. Allow a user to navigate and drill-down through the hierarchy in an easy way.

4. Problem Formulation and solution

4.3 Solution

4.3.1 Implementing Organizational Hierarchy

To create a hierarchical structure of an organization there must be a relationship between the nodes in that organization. In our case the nodes consist of business units and users (sales people, managers and executives). In Dynamics CRM there is such a relationship based on IDs. Every entity in Dynamics CRM has a unique ID assigned to it called GUID (Globally Unique Identifier). Entities can have many properties or attributes associated with it, where the GUID is one of these properties, another one is name. Most entities have more than one GUID, the user entity has a GUID for the business unit it belongs to, and a business unit have a GUID for the parent business unit it belongs to. A listing of the relationship for the business units and users in figure 4.1 is shown in table 4.2.  

Table 4.2: Connection relationship based on IDs for the hierarchy in figure 4.1

<table>
<thead>
<tr>
<th>ID</th>
<th>ParentID</th>
<th>Name</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Null</td>
<td>Root Business Unit</td>
</tr>
<tr>
<td>2</td>
<td>1</td>
<td>Business Unit A</td>
</tr>
<tr>
<td>3</td>
<td>1</td>
<td>Business Unit B</td>
</tr>
<tr>
<td>4</td>
<td>2</td>
<td>Business Unit C</td>
</tr>
<tr>
<td>5</td>
<td>2</td>
<td>Business Unit D</td>
</tr>
<tr>
<td>6</td>
<td>3</td>
<td>Business Unit E</td>
</tr>
<tr>
<td>7</td>
<td>3</td>
<td>Business Unit F</td>
</tr>
<tr>
<td>8</td>
<td>4</td>
<td>Sales Person 1</td>
</tr>
<tr>
<td>9</td>
<td>4</td>
<td>Sales Person 2</td>
</tr>
<tr>
<td>10</td>
<td>5</td>
<td>Sales Person 3</td>
</tr>
<tr>
<td>11</td>
<td>5</td>
<td>Sales Person 4</td>
</tr>
<tr>
<td>12</td>
<td>5</td>
<td>Sales Person 5</td>
</tr>
<tr>
<td>13</td>
<td>6</td>
<td>Sales Person 6</td>
</tr>
<tr>
<td>14</td>
<td>6</td>
<td>Sales Person 7</td>
</tr>
<tr>
<td>15</td>
<td>7</td>
<td>Sales Person 8</td>
</tr>
<tr>
<td>16</td>
<td>7</td>
<td>Sales Person 9</td>
</tr>
<tr>
<td>17</td>
<td>7</td>
<td>Sales Person 10</td>
</tr>
</tbody>
</table>

From the list we see that the Root Business Unit has the ParentID set to null since it does not have any parent, and business units A and B have ParentID set to 1 which is the Root Business Unit and so on. This way we see how the units and users are linked together. To create this flat list, we simply request all the business unit

\footnote{GUIDs have been converted to ordinary integers for illustration purpose since a GUID is a 32 hexadecimal digit, and not so user-friendly to read.}
and all the users in the organization from Dynamics CRM, and compare their IDs and ParentIDs. Thereafter we use a data structure that is called a tree in computer science to create the hierarchy structure [15].

The notion of a tree is an abstract data type that simulates a hierarchical tree structure, with a root value and sub-trees of children, represented as a set of linked nodes, as shown in figure 4.1. This data structure is called a non-binary tree, since a node in the tree can have more than two branching nodes.

There are many solutions to this problem, the one used in the project enables us to construct the structure in figure 4.1 from a flat list like the one table 4.1 [16]. Simply described, what the solution does is find the record that has a null value, and sets that to the root, and then uses the ID of that record which in our case is the Root Business Unit to find the business units that have the root unit as parent, and so on for every record in the list until the hierarchy is constructed. With this structure we can find the different units and users in an easy way. Every node in this structure which is a business unit or user, will have the following parameters.

- Children
- Ancestors
- Descendants
- Siblings
- Root
- Parent
- Level

Which are very useful when we want to view KPIs in a level, and show the next level based on a selection from a previous level.

### 4.3.2 Implementing KPI Support

Second step was to calculate the KPI values for all the nodes (business units and sales people) in the organization. This is also done using GUIDs from the entities involved. The KPIs we are interested in for the prototype all use opportunities, specifically won and lost opportunities. All opportunities have a property called state code, this state code is a key value pair. Shown in table 4.3
Table 4.3: State code for opportunities

<p>| | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Open</td>
<td>0</td>
</tr>
<tr>
<td>Won</td>
<td>1</td>
</tr>
<tr>
<td>Lost</td>
<td>2</td>
</tr>
</tbody>
</table>

To retrieve all the opportunities that are either won or lost, we simply request all opportunities with state code 1 or 2. Every opportunity has a GUID associated with it, and a GUID associated with the user who owns the opportunity. So by comparing all the users GUID with all the opportunities owner GUID (for those opportunities that have the state code set to 1 or 2), we see which opportunities belong to each user. Then by using equations (4.1) and (4.2) we get the KPI values for the users in value and quantity. The same approach cannot be used to get the KPI values for business units, because there is no easy way associate an opportunity with a business unit. For instance the Root Business Unit in figure 4.1 does not have any users or opportunities.

This is solved using another approach. Using the organizational hierarchical tree structure, we can navigate from every node, since every node has properties like children, siblings and descendants etcetera. Looking at figure 4.1 we see that all sales people are leaf nodes and do not have any children. And we have already computed the KPI values for these nodes. So by traversing the whole tree hierarchy and first checking if a node is a business unit and if that is the case, we simply take all the descendants for that node that are of type sales person and use equations (4.1) and (4.2) for all of their opportunities and assign the resulting value to the business unit's KPI value.

4.3.3 Implementing Drill-Down Capabilities

At this stage every node in the hierarchy has a set of KPI values. To allow users to drill-down in the hierarchy like step 3 suggests is done by connecting graphical user interface elements to actions that call the node properties. This is described further in the mobile client section.

4.4 Application Architecture

The application consists of three components, where each component corresponds to a component in a DSS. The user interface component is developed as a Windows Store App for mobile clients, the modeling component is a cloud service developed as a web application, and the data component is a Dynamics CRM server. An overview of the architecture is shown in figure 4.3. In the figure we also see the
communication steps in the application. (1) The user starts by providing user credentials that are sent to the cloud service, (2) the cloud service processes and forwards the credentials to the Dynamics CRM server. (3) From an URI in the credentials the cloud service requests information from the Dynamics CRM server. (4) The information is modeled in the cloud service before it is sent back to the client for display. The rest of the thesis describes each component in the application more thoroughly.

Figure 4.3: A high-level view of the application architecture.
5. MOBILE CLIENT

5.1 Market Survey

Like many other vendors, Microsoft has two markets for apps called Windows Store and Windows Phone Store. Where the first is for apps that target tablets and laptops, and the second for apps targeting phones. In 2013, Microsoft had 1.7% of the market for smart phones [17]. That is a fairly small share of the market and since our application is aimed at executives this market becomes even smaller. However on the desktop computer market Microsoft has 87.1% of the market share [18]. Out of these 10.7% have the operating systems Windows 8 / 8.1 which is the operating system our client application runs on. On the tablet side that figure is 2.1% of the market share [19]. In preparing for the mobile client the choice was made, therefore, that the application should only focus on the Windows Store since there is a larger audience that can be reached.

5.2 Platform and Tools

5.2.1 Programming Languages

It is possible to develop applications targeting devices from Microsoft in several ways, and the techniques used are often interrelated [20]. At the beginning of the project web technologies like HTML, CSS and JavaScript were chosen to write the client application. These are old technologies when it comes to developing for the web, but relatively new for writing native applications for Microsoft devices. The reason Microsoft offers a selection of technologies is so they can reach a broader audience of developers, and let developers develop with the technologies they are most familiar with, instead of learning new ones. In the first weeks of the project it was not certain that a cloud service was needed, instead the first approach was to connect to the Dynamics CRM server directly from the client. It turned out that this was not possible with JavaScript, because there were no libraries from Microsoft to support it. For this reason, these languages were excluded and instead XAML and C# were chosen for further development. Figure 5.1 shows the Windows Store application platform. The operating system on tablets is Windows Runtime, abbreviated WinRT. Windows Runtime can be seen as a subset of Windows 8.1
(the operating system running on laptops). To enable a connection from an app to a Dynamics CRM server one must use a SDK (Software Development Kit) called Dynamics CRM SDK in the app. Some of the libraries in the SDK are not supported by WinRT. Therefore a cloud service was needed. The decision was made to develop a cloud service and continue other aspects of development in C# and XAML.

Figure 5.1: Overview of the platform and tools for developing applications for Windows Store.

XAML (Extensible Application Markup Language) is a general-purpose declarative programming language that is suitable to construct and initialize objects [21]. The language is based on XML (Extensible Markup Language), but with additional rules on how elements and their attributes are mapped to objects and their properties as well as the properties values. XAML has the same function that HTML and CSS have, that is, to account for the structure and presentation of the application. C# is an object-oriented programming language developed by Microsoft as part of the .NET platform, in this project C# is used to write the logic of the client application and the cloud service web application, and XAML is used to write the graphical user interface on the client.

5.2.2 Integrated Development Environment (IDE)

When developing for the Microsoft technology stack, the natural IDE to use is Microsoft’s own IDE called Visual Studio. Visual studio is one of the most sophisticated IDE on the market today. It is used to develop computer programs for Windows,
web sites, web applications and web services. Visual Studio includes a code editor supporting intelligent type sensing as well as code refactoring. Other very useful built-in tools include a designer for building graphical user interfaces. Visual Studio also supports many different programming languages [22]. All development was done using Visual Studio.

5.3 Software Patterns

When developing applications for the Windows Store that are made to last and to meet changes one has to take advantage of a range of software patterns. Software patterns are design guidance to commonly occurring problems within a given context. In this section a description of some of these software patterns are presented. And a framework from Microsoft that implements some of these patterns. These patterns are used in the client application and some are also utilized in the cloud service.

5.3.1 Model-View-ViewModel (MVVM)

By default when developing on a Windows Store project every page in the project comes with two files, a UI file where XAML elements can be dragged and dropped using the Visual Studio designer, or programmed directly in the editor using XAML syntax, and a code-behind file written in C# that can be used for all kind of operations, like creating user interface elements dynamically, controlling elements logic and responding to UI actions. Further logic for handling page life-cycle management and data retrieval can also be put in the code-behind file.

Developing in this way the code quickly becomes unmanageable, unmaintainable and cluttered, since UI logic is mixed with presentation logic and business logic in the code-behind. Changes in one place on the code results in changes in many other places. Therefore it is important to use some technique that separates these concerns.

The MVVM pattern is a software development pattern used on the client application, that separates these concerns. MVVM cleanly separates the UI from the presentation logic and business logic in the application. This makes the application easier to evolve, maintain and test [23]. Figure 5.2 shows an illustration of the MVVM pattern. From the figure we see that MVVM encapsulates the code into three different parts called View, ViewModel and Model. The View encapsulates the UI and UI logic, the ViewModel encapsulates the presentation logic and manages state, and the Model encapsulates the application’s business logic and data model. This way the code behind files gets minimal responsibility and only manages UI
logic if that is necessary. The communication between the different parts in the MVVM pattern can be done in several ways. The most important one that plays a major role in the MVVM pattern is called data binding. As described earlier C# is an object-oriented language and different things in the application are represented as objects with properties and methods. As an example student grades can be represented as an object, with properties like name of the student and an array property containing the grades. Data binding is a mechanism that allows you to bind the attributes of an UI element to a property of an object. So if we had an UI element called Column-Chart that creates a column-chart with an attribute called columns. We could bind the grades array to the columns attribute, and their values would be shown as columns in the column-chart. The strength in data-binding is that changes on properties that are bound to attributes are immediately reflected on attributes, and changes on attributes are immediately reflected on properties. In the grades example, if a student’s grades should change, those changes would immediately be shown on the column-chart. If the user change any grades from the screen, those changes would update the object’s properties.

5.3.2 Repository Pattern

In many applications the logic to access data from a data source like a database is placed in the model. But the same problems as in the previous section can occur through doing this. In addition it can also result in duplication of code, errors, and more difficult to unit test the application’s components. What we want is to separate the logic that is used to query the web application and store the data, from the logic that maps it to the entity model. This is accomplished by centralizing a caching strategy for the data source. Because in our application there will be many parts that will want to access data from the data source, and we do not want each part to implement their own access code, instead this should be centrally managed. Retrieving logic is placed in a new abstraction level called a repository [24], which can be seen in figure 5.3. The repository mediates between the data source layer and the business logic layer in the application. The web service proxy queries the
cloud service for the data, maps the data from the data source to a business entity, and propagates changes in the business entity to the data source. In our client application the cloud service is the service that is exposing data to the client. The repository centralizes the access logic for the cloud service in the web service proxy. Web service calls are expensive, to minimize these calls we use a caching strategy that is implemented within the repository.

![Figure 5.3: Repository pattern.](image)

The business logic first checks to see whether the queried items are in the cache. If they are not, the repository accesses the web service to retrieve the information.

### 5.3.3 Loose Coupling

A Windows Store App will consist of many components. These components will in turn consist of classes that manage various tasks, like retrieving data from services or representing different objects in the data model. Many of these classes will have dependencies on other classes, and making changes to one class will lead to having to make changes in all other classes that depend on the changed class. To avoid this we introduce a design pattern called loose coupling. The concept of loose coupling is to avoid the dependencies between different components [25]. If there are no strong dependencies between components, it will be easier and safer to make changes to one component without affecting other components.

Here is an example of a piece of code that shows a tight coupling between two classes, a vehicle class and an engine class:

```java
class Engine {
    public void Accelerate() { // ...}
    public int GetRevolutions() {
        int currentRPM = 0;
        // ...
        return currentRPM;
    }
}
```
```java
public class Vehicle {
    private Engine m;
    public Vehicle() {
        m = new Engine();
    }
    public int GetRevolutionsEngine() {
        return m.GetRevolutions();
    }
}
```

The Vehicle class is dependent on the Engine class. From the example, one must instantiate the class Vehicle’s engine class or reference another engine object before it can call the Vehicle’s GetRevolutions method. In this example there is only one dependency, but the case could be that we had several classes such as Motorcycle, Boat and Car that also implements the class Engine. All these classes would have to be changed if there were any changes in the Engine class. This makes it harder to maintain the Engine class. By just making a few small changes to the code snippet it can be turned into a loosely coupled design as shown here:

```java
public interface IEngine {
    void Accelerate();
    int GetRevolutions();
}

public class Engine: IEngine {
    public void Accelerate() { // ... }
    public int GetRevolutions() {
        int currentRPM = 0;
        // ...
        return currentRPM;
    }
}

public class Vehicle {
    private IEngine m;
    public Vehicle(IEngine engine) {
        m = engine;
    }
    public int GetRevolutionsEngine() {
        return m.GetRevolutions();
    }
}
```
After minor changes to the Vehicle class constructor and introducing an IEngine interface we get a loose coupled solution. Now the Engine class implements the IEngine interface and the IEngine interface is injected in the Vehicle constructor instead of the Engine class. This removes the responsibility from the Vehicle class to instantiate the Engine object. And the IEngine interface can point to any class that implements the IEngine interface. This is known as dependency injection and leads to a more maintainable, testable and extensible solution. A more powerful way of doing dependency injection that automates the construction of objects is by introducing a dependency injection container.

### 5.3.4 Dependency Injection with Unity

The previous section showed the benefits with dependency injection, by using a push model, where some other class or component is responsible for instantiating the dependencies and injecting them into object constructors. This other class or component becomes responsible for composing the application by building the complete object graph, and in some cases it will also be responsible for managing the lifetime of the objects that it creates. To automate this process in the project we will use the Unity framework [26]. Which is a dependency injection framework from Microsoft. In the loose coupling section the Vehicle class had a constructor that expected to be injected with an object of type IEngine. The application must know at run time which implementation of the IEngine interface it should instantiate before it can go ahead and instantiate a Vehicle object. Two tasks must be handled here, something in the application must make a decision on how to instantiate an object that implements the IEngine interface, and something in the application must instantiate both that object and the Vehicle object. The first task is called **registration** and the second **resolution**. When an object is no longer used it will become available for garbage collection. This is also done to the dependencies if they not shared with other classes, and it is called **disposing**. The Unity container manages all this three tasks: registering, resolving and disposing which makes it easy to use dependency injection.

**Register**

With the Unity container, one can register a set of mappings that determine what type is required when a constructor identifies the type to be injected based on the interface. From the Vehicle and Engine example a container and registering would look as follows:

```csharp
Var container = new UnityContainer();
Container.RegisterType<IEngine, Engine>();
```
The RegisterType method tells the container to instantiate an Engine object when it instantiates an object that requires an injection of an IEngine instance through a constructor.

**Resolve**
The usage of the RegisterType method defines the mapping between the interface type used in the client class and the concrete type one want to use in the application. To instantiate the Vehicle and Engine objects, one has to invoke the Resolve method.

```csharp
Var vehicle = container.Resolve<Vehicle>();
```

As seen in the code one does not instantiate the Vehicle object directly, instead this is done by the Unity container and the container also resolves any dependencies. In this simple example, the dependency to resolve is for an IEngine object. Behind the scenes, the Unity container first constructs an Engine object and then passes it to the constructor of the Vehicle class.

**Dispose**
In the registering and resolving of types, the application stores a reference to the Vehicle object in the vehicle variable and the Unity container creates a new Engine instance to inject whenever one call the Resolve method. When the vehicle variable goes out of scope and becomes eligible for garbage collection, the Engine object will also be eligible for garbage collection.

### 5.3.5 Prism Framework

Prism Framework is a development framework from a Microsoft team called Pattern & Practices [27]. Their goal is to enhance developers work through guiding them on how to design and implement software solutions. They usually provide content like reference implementations, samples and frameworks that explain how to build scalable, secure, robust and maintainable software. Prism Framework is one of these frameworks intended to be used when developing Windows Store business apps using C#, XAML and a development pattern such as Model-View-ViewModel.

The Prism framework consists of two libraries called:


The StoreApps project contains classes and interfaces that provide MVVM support with life-cycle management, and other core services that apps need. The Pub-
SubEvents project contains classes that implement something called an event aggregator.

The logical architecture of a typical Windows Store app that uses Prism is shown in figure 5.4. In the figure the blue boxes show the infrastructure that is provided by Prism, and the gray boxes the parts to be implemented by the developer. Building an application without using Prism these blue infrastructure parts must also be handled by the developer.

5.4 Design

The driving force for the design and user experience of the application is done by following a "great at statement" for the application, similar to the problem statement. A "great at statement" is a statement that describes the application and the main experience it brings to its users. The following, great at statement, is used for the Apprexo dashboard application:

*The Apprexo dashboard application is great at letting executives and managers view and drill-down through their organization’s data stored in Dynamics CRM as defined by specific KPIs.*

5.4.1 Pages in client application

From the software patterns section we saw that one of the patterns used on the client is the MVVM pattern. There we learned that the View was the graphical user interface containing visual XAML elements. These elements attributes could through data binding be connected to properties of objects in the ViewModel. When using MVVM the most common relationship between a View page and a ViewModel page is one-to-one, that is every View has a corresponding ViewModel. This is also how it is done in our client application. Although there are cases when one can use a n-to-n relationship.

The Apprexo dashboard application consists of four different pages:

- **Login page**, where users provide credentials for username, password and organization URL to connect to Dynamics CRM and retrieve information.
- **Dashboard page**, where users can view their dashboard with customized KPIs, by category.
Figure 5.4: Architecture of a business app using Prism.
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- **Customize page**, where users can customize a KPI by specifying category, KPI and chart type. And add the KPI to the dashboard.

- **Detail page**, where users can view more detailed information about a specific KPI.

All the information in the prototype is displayed using charts. To create the charts on the client application an open-source library called *WinRT XAML Toolkit* [28] has been used. This library provides XAML elements to create charts. These charts are then bound to the data model. Example of charts provided by the toolkit are column-chart, bar-chart, bubble-chart, line-chart and pie-chart.

### 5.4.2 Login Page

Besides the visual View pages and their logical ViewModel pages that are app specific, every app-project for Windows Store Apps has a file named `app.xaml` and its code-behind file named `app.xaml.cs`. When a user starts an app the first thing that is shown on the screen is a splash-screen, the splash-screen is simply an image shown so that the operating system can load the app’s files and resources to the device’s cache memory during the time the image is shown. After the resources are loaded the starting point for the app is the app.xaml.cs page. In the app.xaml.cs page app specific resources and app life-cycle management processes are declared. In the client dashboard application two additional things are done in the app.xaml.cs page. First the Unity container is initiated and all related classes and interfaces are registered so the Unity container knows which classes needs to be injected during construction of dependent classes. Second we check here to see which page the user should be directed to. If it is the first time the app is used or the user is logged out, the app navigates to the Login page, if on the other hand the user is logged in the app navigates to the Dashboard page.

To understand the login process we assume it is the first time the user uses the app and arrives to the Login page. The login page is a simple form with three input fields for user’s username, password and organization URL. An image of the login page when wrong credentials are provided is shown in figure 5.5. If any of the credentials are wrong an error display message is returned in red. With the organization URL the application’s cloud service can locate the user’s organization server and try to authenticate the user using a username and password with an authentication process called claims-based authentication. This process is described in chapter 6. If the authentication succeeds those credentials are saved securely in the app and associated with the user. If the user has logged out, the next login can
be checked in the client instead of authenticating against the server. The sequence diagram in figure 5.6 shows the classes involved in the login process.

LoginPageViewModel has a dependency on the AccountService class and IdentityServiceProxy class which are resolved by the Unity container when the LoginPageViewModel object is constructed. The AccountService class handles user specific tasks and the IdentityServiceProxy is a proxy class that handles service calls.
related to user account. All in alignment with the repository pattern described in the repository pattern section. The HttpClient class is a platform specific class that sends HTTP requests and receives HTTP responses from a resource identified by a URI. When the user submits the form the LoginPageViewModel calls an asynchronous method named SignInUserAsync, SignInUserAsync checks if the user’s credentials are already saved. If that’s not the case the AccountService calls another asynchronous method from the IdentityServiceProxy class called LogOnAsync. In the LogOnAsync method the credentials are concatenated to a colon separated string. This string is then encoded to a base-64 string. The encoded string is then sent in the header of an HTTPS request to the service component’s IdentityController. The IdentityController is only called when the app is used for the first time, so it knows what actions it should respond to, when called upon. The IdentityController decodes the header to extract the credentials and simply forwards the credentials to an authentication proxy class that queries the organization in the URI using claims-based authentication for default data. The default data is modeled to KPI information and returned to the client application. The client application navigates from the login page to the dashboard page and displays the KPIs on charts.

If on the other hand the credentials are wrong the error message is displayed informing the user that the credentials provided are invalid. Dynamics CRM do not enable any login process, it only responds to queries. That is why a query is used to authenticate the user. If the query succeeds, the user is valid and data is returned otherwise the user is invalid, and no data is returned.

5.4.3 Dashboard Page

The dashboard page is the main page on the client application. If the user has logged in successfully once, the user will immediately be presented with the dashboard page. On the dashboard the KPIs are categorized using a label for the category name, that is KPIs related to the category is grouped by a category name. KPIs can be added and removed from a category. Each KPI on the dashboard is displayed within a chart that is framed by a rectangle.

Navigation

Microsoft has a set of user experience guidelines that developers need follow when developing apps for the Windows Store [29]. These guidelines place considerable emphasis on that pages should focus on content before chrome. What this means is that the pages should not be cluttered with lots of bars, navigation menus and buttons that do not provide any useful information to the user. Instead the content should be the main focus. The menus have therefore been hidden in two places,
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in an upper appbar and in a lower appbar. According to the guidelines the upper appbar should be used for navigation purposes by placing customized buttons, and the lower appbar should be used for actions.

There are different ways to get the appbars into view and they vary depending on the device. If the app is on a device that has touch-screen capabilities, the appbars are viewed by swiping downwards on the screen and removed by swiping upwards. If, on the other hand, the user is on a desktop computer that does not have touch-screen capabilities but a mouse as input device, the user can right-click on the mouse and the appbars will come into view, and disappear on a second right-click.

From the dashboard page the user can navigate to two pages, the Customize page and the Detail page. To navigate to the Customize page the user uses the upper appbar, by tapping or clicking on the Customize button. To navigate to the detailed page the user can tap or click inside any of the frames specifying a KPI. This action will navigate the user to the Detail page. Figure 5.7 shows the the Dashboard page. Currently there are three KPIs on the dashboard, all in the opportunities category. In the figure one can also see that the KPI with the pie-chart has just been clicked or tapped on from the gray background and will navigate the app to the Detail page. On the Detail page, that KPI will be showed with more detailed information and drill-down capabilities to view KPI values for other business units in the organizational hierarchy.

**Actions**

In the Dashboard page there are two actions besides the navigation. These actions are located in the lower appbar. The first action is a button named **Remove**, that when tapped or clicked on enables the user to remove KPIs from the dashboard by tapping or clicking on the KPI that should be removed. The second action named **Reorder** enables the user to reorder the KPIs in a category. The reordering is done by dragging and dropping one chart on top of another chart, the two charts then switch places. These actions enable the users to arrange the dashboard to suit their preferences.

**Content**

The content that the Dashboard page brings to the user is a customized dashboard. Since the Dashboard page is the starting page, the idea is that the user should customize the dashboard by customizing the KPIs so that those which are of value should be in the dashboard. The customization is done in the Customize page. The dashboard will show the KPIs in different levels in the hierarchy. So when the user
opens the app he or she can view the most recent results for the KPIs, and levels
that are of greatest interest. When hovering over the chart depending on what kind
of chart it is, the user can view more information about that KPI.

Figure 5.7: Dashboard page showing three chart in the opportunities category with
three different charts.

Figure 5.8: Sequence diagram for login process.
5.4.4 Customize Page

To customize the dashboard, that is decide which KPIs should be viewed on the dashboard, the user can navigate to the Customize page where the customization of a KPI is done. In the Customize page there are three drop-down lists called Combo-Boxes in XAML. In the first drop-down list all categories supported are listed. Selecting one category will enable the user to select a KPI in the second drop-down list. The KPIs in the second drop-down list are all KPIs within the category of the first selected item, in the first list. Every KPI has a default chart-type property associated with it, and selecting a KPI will show the KPI values for the organization displayed using the default chart-type. The chart is shown to the right of the drop-down lists starting in the Root Business Unit and the default chart-type will automatically be selected in the third drop-down list. A KPI also has an array property with different chart-types that are allowed for that specific KPI. Where the selected chart-type is one of these. If the user does not prefer the default chart-type he or she can change the chart-type by selecting another chart in the third drop-down list. The last customization the user can do is select at which level the KPI should be viewed.

Figure 5.9: Customize page for adding KPIs to the dashboard.

In figure 5.9 we see a view of the Customize page. To the left in the view we see three drop-down lists. The Category selected is Opportunities and the KPI selected is Win ratio of opportunities by value and it is displayed using a Column-Chart. In the column-chart there are three columns where each column represents a sales
person’s KPI value. For instance the first column belongs to a sales person with the name of Big Body and he has a win ratio of opportunities in quantity that is 50%, which means that he wins one out of two opportunities. Above the chart we see the drill-down history that the user has tapped or clicked through the organization to arrive to these sales people. The path is through the following business units starting with the root business unit Demo:

**Demo -> Demo-Salesforce -> Demo-Salesforce-One**

By tapping or clicking one of these labels, the user navigates backward to that business unit and the chart will display KPI values for the children of that unit. This way the user navigates forward by tapping the columns and backward by tapping the navigation labels, in the organization. When the user is satisfied with the KPI and level in the hierarchy, the chart can be added to the Dashboard page by tapping or clicking on the button in the bottom-left corner labeled **Add To Dashboard**. The chart is then added to the dashboard in the category Opportunities. To navigate back to the Dashboard page the upper-left arrow button returns the user to the Dashboard page.

**Behind the scenes**

There is a lot going on behind the scenes in the Customize page. A sequence diagram of the process is illustrated in figure 5.10. When the user navigates to the Customize page a data retrieval process occurs to populate the Category drop-down-list. When the user then selects a category a new request occurs with the same steps to retrieve the KPIs for that category. Selecting a KPI another request is made to retrieve the organization’s data for that KPI to be displayed in the default chart. But it is mainly the same process and figure 5.10 shows the case when category names are retrieved.

In the diagram an arrow pointing from left to right between types means that the left type has a dependency on the right type, and the right type will automatically be resolved by the Unity container when the left type is initiated. The CustomizePageViewModel calls the asynchronous method in CategoryRepository. The CategoryRepository checks if the requested data is recent and already in the client application’s local storage by calling an asynchronous method in the TemporaryFolder called GetDataAsync. If data is not available the data must be retrieved from the web service. So a new call is made from CategoryRepository to the CategoryServiceProxy’s GetCategoriesAsync method. GetCategories method uses the HttpClient object described in the Login page section to manage the service call. The returned data is then updated in the TemporaryFolder and populated in the category drop-down list. This whole process is in alignment with the repository
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pattern.

Figure 5.10: Data access process in the Customize page.

5.4.5 Detail Page

As described in the Dashboard page section tapping or clicking on a KPI will navigate the user to the Detail page. The Detail page shows more detailed information about the tapped or clicked KPI, and enables the same drill-down capabilities as in the Customize page. If there are more KPIs in the same category as the tapped or clicked KPI, those additional KPIs can also be viewed from the detail page by swiping to the left and right on a touch-screen and scrolling up and down on devices that lack touch-screen capabilities. Figure 5.11 shows a chart in the Detail page. The additional KPIs can also be viewed by tapping or clicking on a left and right gray arrow. On the horizontal axis for a column chart the names are displayed for each bar, and in the vertical axis the ratio in percent. By just looking at the chart the user gets an approximate ratio from the vertical axis. To get more detailed information the user can hover over a column with a mouse pointer or press down a finger on a column in a touch-enabled device to show an info-box about the KPI. In the info-box the exact values for that KPI are shown.
Figure 5.11: Chart from Detail page. Hovering over a column changes the column-bar’s color to light-blue, and display an information box with more detailed information.
6. CLOUD SERVICE

The cloud service is the bridge between the client application and the Dynamics CRM instance. For our application we use a Web API (Application Programming Interface) for the cloud service. What a Web API does is gather definitions, procedures and protocols to help the communication between different computer software. The Web API service technology from Microsoft is called ASP.NET Web API. It uses the HTTP protocol to reach a variety of clients.

6.1 ASP.NET Web API

ASP.NET Web API is a framework from Microsoft that makes it easy to build HTTP services that can target a broad range of clients [31]. The Web API in our application consists of three components, one component acting as an interface towards the clients, one modeling component transforming the CRM data to KPIs, and one data retrieval component for managing the data connection to the Dynamics CRM server.

Dependency injection with Unity and the repository pattern are also used on the cloud service.

6.2 Web Service Component

The web service component is simply an interface for the client application to communicate with the cloud service. Client use URIs to locate resources. In ASP.NET Web API, a controller is a class that handles HTTP requests [30]. The public methods of the controller are called actions. When the Web API framework receives a request from the client, it routes the request to an action in a controller. To determine which actions to invoke, the framework uses a set of routing tables to its help. The following is an example of a route:

```csharp
Routes.MapHttpRoute(
    name: API Default ,
    routeTemplate: api/{controller}/{id}
    defaults: new { id = RouteParameter.Optional }
);
```
These routes are placed in a configuration file on the Web API. Each entry in a routing table contains a route template. The route template for the example is “api/{controller}/{id}”. In this example, “api” is a literal path segment, and controller and id are placeholder variables. When the Web API framework receives an HTTP request, it tries to match the URI against one of the route templates in the routing table. If no route matches, the client receives a 404 error, indicating that the resource was not found. For example, the following URIs match the route example:

/api/categories
/api/categories/1

But the following URI does not match, because the segment “api” is missing:

/categories/1

When a matching route is found, the Web API selects the controller and the action. To find the right controller, Web API adds “categories” to the value of the controller variable. To find the right action, Web API looks at the HTTP method, and then looks for an action that starts with that HTTP method name. For example, with a GET request, Web API looks for an action that starts with “Get...”, such as “GetCategory” or “GetAllCategories”. This convention applies only to GET, POST, PUT, and DELETE methods. One can enable other HTTP methods by using attributes on the controllers. Other placeholder variables in the route template, such as id, are mapped to action parameters.

An example controller is this simplified categories controller from our Web API:

```csharp
public class CategoryController : ApiController
{
    public void GetAllCategories() {}
    public IEnumerable<Category> GetCategoryById(int id) {}
}
```

Here are some possible HTTP requests, along with the action that gets invoked for each request:

<table>
<thead>
<tr>
<th>HTTP Method</th>
<th>URI Path</th>
<th>Action</th>
<th>Parameter</th>
</tr>
</thead>
<tbody>
<tr>
<td>GET</td>
<td>api/categories</td>
<td>GetAllCategories</td>
<td>(none)</td>
</tr>
<tr>
<td>GET</td>
<td>Api/categories/1</td>
<td>GetCategoryById</td>
<td>1</td>
</tr>
</tbody>
</table>
One can see that the id segment of the URI, if present, is mapped to the id parameter of the action. In this example, the controller defines two GET methods, one with parameters and one without parameters.

In our application we have besides the Category controller also controllers to retrieve specific KPIs by Id and the IdentityController to handle authentication calls. This is how the Web API exposes the resources to clients. The action methods then forwards the calls to the two other components.

### 6.3 Data Retrieval Component

In our web service component there will only be GET action methods, since the clients will only request information and not remove, update or create any new data in Dynamics CRM. From the previous section we saw that URIs are used to route the requests to the right action methods. These action methods will then call the data retrieval component where queries to retrieve data from Dynamics CRM are located. When data is retrieved it will be processed to information corresponding to our KPIs, before they are returned to the web service component and then back to the client application.

There are several ways to create queries in Dynamics CRM, the most popular ones are to use .NET LINQ (Language-Integrated Query), write queries by using FetchXML which is the proprietary Microsoft Dynamics CRM query language, or build up queries by using a technique called QueryExpression [32]. Table 6.2 lists some of the capabilities for the different querying styles.

<table>
<thead>
<tr>
<th>Query Style</th>
<th>Capabilities</th>
</tr>
</thead>
<tbody>
<tr>
<td>FetchXML</td>
<td>Supports all the features that QueryExpression supports, plus aggregates and grouping. Queries are built using XML statements.</td>
</tr>
<tr>
<td>QueryExpression</td>
<td>Queries are built as an object model. Supports all the features in FetchXML except aggregates and grouping.</td>
</tr>
<tr>
<td>LINQ</td>
<td>Queries are built using standard language, but internally LINQ uses QueryExpression so is limited to the features of QueryExpression.</td>
</tr>
</tbody>
</table>

To support the currently KPIs there is no need for aggregates in the queries, such as taking the summation of values, since this is done in the modeling component. But for future and more advanced KPIs it will be necessary, therefore FetchXML is chosen as the querying language in the data retrieval component, since it is the only query style that supports aggregates and grouping.
In the data retrieval component we use FetchXML to retrieve all the business units, all the users and all the opportunities that are won or lost from an organization. The business units are retrieved by their Name, Business-Unit-Id and Parent-Business-Unit-Id. That FetchXML query looks as follow:

```xml
<fetch mapping="logical">
  <entity name="businessunit">
    <attribute name="name" />
    <attribute name="businessunitid" />
    <attribute name="parentbusinessunitid" />
  </entity>
</fetch>
```

The other queries are similar.

### 6.3.1 Accessing Dynamics CRM

Organizations have their servers secured in their network from users trying to access them externally. Dynamics CRM does not use any login process to authenticate users. Instead an authentication process called claims-based authentication is used. With the organization’s URL from the users credentials we can locate the Dynamics CRM server. Using the username and password we can authenticate the user and with the FetchXML queries we can retrieve the desired data. There are special classes provided by a software development kit (SDK) called Dynamics CRM SDK to handle the communication between the data retrieval component and organizations Dynamics CRM server.

### 6.3.2 Claims-Based Authentication

Dynamics CRM Server uses an authentication process called claims-based authentication to authenticate users. In claims-based authentication users identity are represented as tokens.

**Representing Identity: Tokens and Claims**

A token is a set of bytes that expresses information about an entity. An entity can be people, computers or applications. In our case it is a user. The information of tokens consist of one or more claims. And each claim contains information about the entity [33]. An illustration of a token is in figure 6.1. This token contains a set of claims like Name, Business Unit and Role about the user, and also a Signature indicating who created the token.
Figure 6.1: Illustration of a token.

A token is created by a Security Token Service (STS). A STS is simply a software that issues tokens. The token format used in Dynamics CRM is defined by Security Assertion Markup Language (SAML) standard. An STS software is provided by an Identity Provider (IdP) [34]. An IdP is an authority that makes claims about users. If a user gets a token on the user’s company network, then it is the employer that acts in the role of the IdP. The company then stands behind the truth of the claims that the token claims are true. On the Internet for instance there are many IdPs like Facebook, Google and Microsoft. They are all organizations that provide software STS that issue tokens.

**Active Directory Federation Services (ADFS) & Windows Identity Foundation (WIF)**

Active Directory Federation Services (AD FS) is a software component developed by Microsoft to provide users with single sign-on access to systems and applications located across organizational boundaries. Claims-based authentication is built on Windows Identity Foundation (WIF), a framework for building claims-aware applications and STS that are standards-based and interoperable. We use ADFS as the identity provider.

**Supported authentication scenarios**

A Dynamics CRM solution can be deployed in three different ways: on-premises, online, and as an internet facing deployment (IFD). In an on-premises solution the software is installed and run on computers in the local network of the organization. In an online solution the software is run as a SaaS (Software-as-a-Service). And an IFD is simply an on-premises deployment that is exposed externally outside the local network, that allows user to access the software away from work. Table 6.3 shows the authentication scenarios that are supported for the different deployment types.
Table 6.3: Dynamics CRM deployment types and authentication scenarios.

<table>
<thead>
<tr>
<th>Deployment</th>
<th>Authentication model</th>
</tr>
</thead>
<tbody>
<tr>
<td>Dynamics CRM online</td>
<td>Claims-based or Active Directory (through federation) authentication</td>
</tr>
<tr>
<td>Dynamics CRM on-premises</td>
<td>Claims-based or Active Directory authentication</td>
</tr>
<tr>
<td>Microsoft Dynamics CRM Internet-facing deployment (IFD)</td>
<td>Claims-based or Active Directory authentication</td>
</tr>
</tbody>
</table>

**How claims-based authentication works**

A request to authenticate a user is sent from the Dynamics CRM deployment to the STS server. The STS server receives the request and then determines whether the user should be authenticated, and if so, issues a signed and encrypted SAML token that contains user authentication information using claims. The classes used to handle the authentication and data retrieval are named `DiscoveryServiceProxy` and `OrganizationServiceProxy` and they can be used on all deployment types in table 6.3. These classes are provided by the Dynamics CRM SDK. They take four parameters where the most important ones are the URI and the user credentials. When a connection is established the FetchXML queries can be used to retrieve data. An example of authenticating a user over Internet is shown in figure 6.2.

**Accessing Dynamics CRM via internet**

From figure 6.2 we have that the Web API is trying to access the Dynamics CRM application across internet from the Data Retrieval Component, which can be seen in the first step. The Web API needs to learn which STS the application trusts. In this example there is only one STS, the one from the Organization itself. To authenticate the user we need a token about the user from that STS. The STS in the AD FS 2.0 retrieves the claims about the user from Active Directory and creates the token, which is returned to the Web API. Once the Web API has the token it supplies it to the Dynamics CRM application. WIF then checks that this token is issued by the trusted STS. If that is the case the application can use the claims and allow the user requested data.
6.4 Modeling Component

The data retrieved is not organized for the two supported KPIs, it is just three lists containing the data described in the previous section. The modeling component is where the code to organize the data and solve the problem statement from chapter 2 is located. Here the data is structured in the list-format from table 4.2 using business units and users. After that the list is used to create a tree data structure from figure 4.1. At this point all the business units and users have empty KPIs. So using the opportunities we traverse the tree data structure and populate first the users KPI values and then the business units KPI values defined by equations (4.1) and (4.2). Finally the information is exposed to the client application from the web service component.
7. DISCUSSION AND CONCLUSION

Being new to software development and especially the Microsoft stack, there were no easy way to predict how long time it would take to learn the necessary technologies. Therefore a lot of time during the project was spent learning different programming languages, development tools, frameworks and libraries.

By using the literature studies in the beginning of the project to understand what DSS and EIS systems are and what components they consist of a prototype application could be developed. The client Windows Store application follows the guidelines from Microsoft. And the dashboard allows a user as defined by the problem statement to view KPIs for the organization and drill-down capabilities to navigate forward and backward in the organization hierarchy. Further the user can customize the dashboard to view the supported KPIs in different charts and in different levels in the hierarchy. This way executives and manager can in an easy and efficient way view the KPIs that the organization values the most and make quick decisions at any time.

At the moment the Web API where data modeling is done is not really a cloud service, to be a cloud service it should be deployed through a vendor that provides cloud services. Since only Microsoft products have been used throughout the project, the most natural place to deploy it is to Microsoft Azure. Which is Microsoft’s own solution for providing cloud services.
8. FUTURE WORK

To release the application on the market there is still a lot work that has to be done. The application has been so far a proof-of-concept of how the different components should be implemented. And a prototype has been developed as the outcome.

**KPIs**
At the moment the application only supports two KPIs. Before a release this should be extended to at least five KPIs. Discussions are being pursued about enabling the user to create their own KPIs through a web application, and receive the created KPIs from the user’s mobile client.

**Testing**
Most of the work has been done locally on the computer and the Dynamics CRM software has been installed on an SQL Server which in turn has been installed as a virtual machine on the local computer. That is all testing has been conducted on-premises in the local network. For the application to be used on other deployment types additional tests and extensions must be tested and developed.

**User Interface**
The most important part of an application is the user interface. Before the client application can be production ready there is additional design that needs to be done in the client.
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