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Abstract—In learning to program, there is a complex interplay between the learning of practice (what to write, how to read compiler messages, etc.) and the learning of theory (what programming constructs are good for, how they “work”, how the program executes etc.). Our on-going project focuses on this interplay - normally not directly visible for the learners themselves - and offers insights about the complexity of the learning process. From a micro-level analysis of video films of students' collaboration in lab sessions, we follow how the students' attention moves from one aspect to another (theoretical or practical), and then further, until, in good cases, we can document that a meaningful learning has taken place. Theoretically the project takes its point of departure in a framework, inspired by the roots of phenomenography and variation theory. Theory and practice are here interpreted from a pragmatic perspective, close to the students' (and, as we believe, most programmers') intuitive understanding and use of the terms. The ultimate aim of the project is to support teachers and teaching institutions to teach programming in such ways that students better learn how to program. That is, the project takes its point of departure in the disciplinary learning - the learning of programming - and aims to propose possible improvements in our teaching, by building on the insights gained by the micro-analyses of the students' learning. In this paper we illustrate, from an example, how the research process leads us from micro-level observations on how the students' attentions move from different aspects (both theoretical and practical) of the half-ready computer program they aim to finalize during their lab sessions. We then analyse the data from the lab session to continue with a preliminary discussion on some insights in the complex interplay between theory and practice in programming students' learning process.
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I. INTRODUCTION

As experienced programming teachers, we are aware that we need to encourage the students to learn both the theoretical aspects of programming (for example the meaning of an if-clause, the idea methods) more or less at the same time as they learn the practical aspects (the handicraft, such as where to put semicolon, how to act on error messages), in order for a good learning outcome. Our experience says that one of these aspects, taught without the other, will give an inferior learning outcome, possibly even to fail.

II. RESEARCH QUESTION

With this as a background, we address the following research question in the current paper:

- What is the role of practice when students learn to program in terms of theoretical knowledge and practical skills in the lab?

We illustrate, from an example how our research process, starting with micro-level observations on how the students' attentions move between different aspects (both theoretical and practical) of the half-ready computer program they aim to finalize during their lab sessions. We then analyse the data from the lab session to continue with a preliminary discussion on some results concerning how theory and practice interact when students learn to program in the lab.

III. RELATED WORK

The present work focuses on the relationship between learning of theory and learning of practice in the lab. We thus draw on previous research on the distinction between theory and practice, and on how students learn in the lab.

There exists no universal definition of what is meant by ‘theory’ and ‘practice’. In educational research in the Western...
culture there seems to be an accepted agreement that theory and practice are opposite parts of a dualistic opposition [1], but different terminologies are used with somewhat different meanings in different research traditions. From higher education research [3] discuss WTP, “ways of thinking and practicing”. This concept highlights the fact that competence in a subject area not only involves the ability to master certain subject-specific ways of thinking, but also the ability of practicing. There exists a considerable body of research in the mathematics education research where knowledge is largely divided into two types, often referred to as ‘conceptual’ and ‘procedural’ and similar to the distinction between theory and practicing made here. McCormick [4] writes that these concepts relate to “a familiar debate in education, namely that of the contrast of content and process (p149) … In mathematics education the argument has been about ‘skills versus understanding’.” From technology education [4] makes a similar distinction, discussion ‘conceptual knowledge’ and ‘procedures’, while from physics education von Aufschnaiter and von Aufschnaiter [5] discuss how students learn ‘theory’ and ‘practice’ in the lab.

Learning by practicing programming, for example in the lab, is an important and not questioned part of programming educations Computer Science Curriculum [6]. Höök [7] studied some factors that correlated to final exam results in an introductory programing course. The factors were e.g., how many hours the students had coded themselves, and how many hours they had watched a peer student code while they solved a problem together. Höök found that the students with the highest grades on the exam had spent considerable more time coding themselves compared to students with lower grades. The exam included questions on writing, reading code, and some questions on theory. Even though previous research as well as established experiences point to how important it is to practice, little is known on what happens during practical lab work in terms of the learning of theory and practice, and why it is so important for students to practice.

Although students are normally offered exercises and opportunities to practice in the lab under supervision in programming courses the failure and dropout rates are still high [8], [9], [10], [11], [12], and [13]). The main focus to improve learning of programming has been on learning technologies and techniques like developing and evaluating software tools ([14], [15], and [16]). Still the problems remain.

Some research from computing education has focused on how students learn theory in terms of concepts. Here the main focus has been on misconception ([17], [18]). Examples of research on students’ understanding of concepts are [19], [20], and [21].

The problematic relationship between learning theory and practice in the lab is pointed to in areas like natural science and technology ([22], [23], [5], and [4]). Only little is written on this relationship in programming education. Holmboe [24] emphasises that good understanding in programming requires both practical skills and conceptual understanding, and a connection between the two. The complex relationship between conceptual learning and practice has been recognized by for example du Bolay [25] who discusses domains that programming students must learn to master. These include the syntax and semantics of a programming language and different programming skills. du Bolay writes:

None of these issues are entirely separable from each other, and much of the ’shock’ […] of the first few encounters between the learner and the system are compounded by the student’s attempt to deal with all these different kinds of difficulty at once. (p. 284).

IV. THEORETICAL UNDERPINNINGS

The project leans theoretically on the phenomenographic research framework. Phenomenography often is seen, and used, as a methodology, aiming to unfold and describe the qualitatively different ways in which students understand, or relate to, something. In this project, however, we build on its theoretical underpinnings that offers a framework for distinguishing a certain aspect of something from another aspect of the same phenomenon using a second-order perspective, as well as the ideas underlying variation theory, stressing the necessity of variation in what the students see, or experience, for a meaningful learning to take place.

The concept of Object of Learning also has its roots in phenomenography. Martin & Booth [26] describe it in the following way: “Object of Learning [can be] described on the collective level, as a complex of the different ways in which the phenomenon can possibly be experienced from the point of view of individual learning.” (p. 163, slightly edited) That is, the object of learning, in this interpretation, defines what can be learned about something in a certain setting.

The object of learning has three facets, relevant for this project and that varies over what it describes and by whom it is seen. The intended object of learning is the aim of the teaching, as seen by the teacher, the enacted object of learning describes what is possible to learn (not to be confused with the learning goals, a term from an administrative perspective and formal course plans), from the perspective of a researcher, while the lived object of learning is the learning outcome at a certain point of time, as seen by the learners themselves. ([27], and [28]) This paper takes the students’ perspective and thus has its focus on the lived object of learning.

In the analysis we refer to gaps in students’ understanding in the sense discussed by Wickman and Östman [29] and Lidar, Lundqvist and Östman [30]: “Learning is a process where gaps are filled by construing new differences and similarities in relation to what is immediately intelligible” [29, p. 603]. Lidar et al. [30] write “The concept of gap is used to operationalize situations where people in action show that they are trying to make the activity they are engaged in to proceed.” (p. 152)

Theory and practice

There is no universal understanding of the concepts theory and practice, as we have discussed above. In the present analysis we rather discuss theory-oriented actions, and practice-oriented, following [2]:

- When we are able to use language […] to adequately express an intended meaning that corresponds to our
The possible threads of learning were, in most cases, identified by the second author, and were then discussed by the two authors, until a consensus was reached on possible interpretations of the thread of learning or until the possible thread was jointly judged as unproductive from the point of view of the research questions asked in the project.

The analysis was explorative in its nature. We, as researchers, at certain occasions took the perspectives of the students, that is, a view from within the data where we were aiming to come close to see what the students saw. At other occasions, but still on the same episodes, we took an outside perspective, being analytic and analysing what, of the topic at hand that could be learnt. Methodologically we followed the four-step model described in [32], which has been developed as a part of this research project.

In our analysis in the present article we studied one thread in relation the other possible threads, looking for differences and similarities. Further, we followed the “flow” or the thread of the discussion to see how it moved between topics that had a focus on practice and on those that focused on theory.

VII. AN EXAMPLE OF THE INTERPLAY BETWEEN THEORY AND PRACTICE

In this article we use an example of a thread of learning from our data to illustrate the close relationship between students’ learning of theory, referred to in this text as theory-oriented action and their learning of practice, here referred to as practice-oriented action. Our conclusions, presented in context of the example, are based on our analysis of several similar examples, and are thus not solely based on this example.

In our example we see how the students move between focusing on theory and focusing on practice in what they do. When our example starts, the three students, Adam, Bengt and Cecilia, are supposed to write an if-statement in a method. When reading the supporting on-line document required for the task, they realize that they do know neither the syntax nor the semantics of curly brackets in Java. Their lived object of learning has thus narrowed from being on how to write methods in Java, to the if-statement, to now on how to use and write curly brackets in Java. Despite this not being stated explicitly as the intended object of learning, it is still a relevant learning task, since writing methods in Java always involves using curly brackets.

Our example is structured on the following way: Firstly, in section A, we set the scene by presenting the situation, showing the code that the students have written up until now and the examples from the supporting document that they have found. Secondly, in section B, we listen to the discussion between the students, with our annotations on the interplay between theory and practice intertwined between the statements of the students. Thirdly, in section C, we summarize how we see the students moving between theory and practice.

A. The scene for the example

The students’ code, written in the editor, looks like this when our example begins. Their code is not correct. The lines are numbered for later reference.

1. public void distClosestWall() {
2. this.getModelDisplay().getHeigth();

1 The names used in this paper are not the real names of the students, and do not reflect their gender.
3. this.getModelDisplay().getWidth();
4. if (getHeight()<getWidth());
5. System.out.println(int getHeiget());
6. else
7. System.out.println(int getWidth());
8. }

At this point the students are not sure if there should be a semicolon after else on line 6. They open the supporting document with the explanation and find examples of the if-statement. The examples the students study are showed below:

**Example 1 from the supporting document**
if (x > 0) {
    System.out.println("Positive.");
}

**Example 2 from the supporting document**
if (x > 0) {
    System.out.println("Positive.");
} else {
    System.out.println("Not positive.");
}

B. The students discussions with our annotations

The students now become aware of differences between their own code and the examples in the supporting document. They start to discuss curly brackets. Text in italics is our comments from our observations from the film taken from behind (see section V).

1. The students are writing an if-statement and discuss whether they need semicolon after else. They open the document on if-statements and start to read it.

The sequence starts with a practice-oriented action (1).The work continues:

2. Adam: They have these points to curly brackets after those. Should you then … silence. Where is it then? Cecilias points to where { and } are at the keyboard
3. Cecilia: How often are you supposed to use them?
4. Adam: Should we use it Referring to the curly bracket after if too? Adam refers to line 4.

5. Adam types { directly after the keyword if
6. Bengt: Hm. Let’s first try to figure that out.
7. Adam presses Enter after the first print-statement on line 5 and types } on the now line
8. Cecilia: I would have put it before the if so if kind of comes inside.

The practice-oriented action (1) triggers a theory-oriented discussion (2-4, 6, 8). During this, Adam’s practice-oriented actions of typing brackets (5, 7) lead to further theory-oriented discussions (6, 8). Their work continues:

9. Bengt: They don’t do it like that there. Referring to the examples in the document

Since the discussion does not lead the students to an answer to how curly brackets are used and why, Bengt continues by reading further in the document (9). This helps Adam to advance:

10. Adam: Ops, it shouldn’t be there, it should be here.
11. Adam moves } to the end of line 4, after the if-statement and the semicolon.
12. Cecilia: What, why did we put it there?
13. Adam types { after else on line 6
14. Bengt: Because they did it like that. Bengt refers to the examples in the supporting document
15. Cecilia: But why do you put, what is it really?
16. Bengt: I think it’s the end of the statement. This is the statement.
17. Adam: Yes, it’s the part we are working on. This is the if-statement. Adam points to the screen to the statement that is connected to if. This is kind of the method that is included in if. This is what makes if work.

This helps Adam to correct the position of the curly brackets (11) and place the other brackets (13, 16). A continued theory-oriented discussion of the semantics (12-21) is initiated by the practice-oriented action in (11). The theory-oriented discussion starts with a question from Cecilia (12), which makes Bengt points to the syntax “Because they did it like that” referring to the examples. Cecilia seems not satisfied and makes a comparison to previous knowledge on the semantics of parenthesis in language in general. Finally Bengt and Adam give suggestions on the semantics of curly brackets in if-statements. After this Cecilia seems satisfied: “Ok, I get it.” This discussion seems to develop their understanding of the meaning and use of curly brackets even though it seems as if they believe that the brackets are needed for the if-statement to work at all (20-21).

After this sequence the code in the editor looks like this:

```java
public void distClosestWall() {
    this.getModelDisplay().getHeigth();
    this.getModelDisplay().getWidth();
    if (getHeight()<getWidth()); {
        System.out.println(int getHeiget ()
    } else {
        System.out.println(int getWidth());
    }
}
```

The analysis is summarised and illustrated in Table 1. The table has three columns. The left column summarizes the theory-oriented activities we have identified in our analysis, and the middle column similarly contains a summary of the practice-oriented activities identified. The right column contains comments to explain and highlight what happens during this thread of learning, with a focus on how the theory- and practice-oriented activities interact and contribute to the full learning process.

<table>
<thead>
<tr>
<th>Theory-oriented activity</th>
<th>Practice-oriented activity</th>
<th>Comment</th>
</tr>
</thead>
<tbody>
<tr>
<td>Write a method. Open the document on if statements.</td>
<td>The method requires an if-statement.</td>
<td></td>
</tr>
<tr>
<td>(1) Read the document on the if-statement.</td>
<td>Discover [1] in the examples given.</td>
<td></td>
</tr>
<tr>
<td>(3-4) How often...? Should we use it after if ...?</td>
<td>Practice-oriented discussion on where curly brackets should appear, syntax.</td>
<td></td>
</tr>
<tr>
<td>(5, 7) Adam types curly brackets</td>
<td>The action triggers a theory-oriented question:</td>
<td></td>
</tr>
<tr>
<td>(8) I would have put it before the if...</td>
<td>This comment triggers a practice-oriented action:</td>
<td></td>
</tr>
<tr>
<td>(9-11) Ops, it shouldn’t be there it should be here: [Moves the curly bracket { ]</td>
<td>Pattern recognition in the document triggers the action, which starts a new discussion:</td>
<td></td>
</tr>
<tr>
<td>(12-21) What, why did we put it there? … what do those brackets do? … I image that it should be like, parenthesis</td>
<td>Now the students discuss the semantics of curly brackets and compare to previous knowledge.</td>
<td></td>
</tr>
</tbody>
</table>

Table 1. The table summarizes key points of the analysis regarding the interplay between theory-oriented and practice-oriented activities that occurred during the short sequence in the lab described above.

C. Summary of the interplay between theory and practice in the example

To summarise, this thread of learning in the lab session gives the student a possibility to work with, and learn about, curly brackets in relation to if-statements when developing the method `distClosestWall()`. The questions raised relate to the syntax and semantics of curly brackets: how are they used, what is the purpose of them, and what do they correspond to in relation to the students’ previous knowledge? The students come up with several different suggestions. Eventually they put the curly brackets in the correct positions, after comparing with examples in a document, and Adam gives an explanation on why they are used. The students seem to have got a first glimpse of how curly brackets embrace statements that belong to the if-statement. They do not seem to understand neither the syntax completely (they still have a semicolon in the end of line 4), nor the full meaning of curly brackets, nor do they have a relevant language to express their current understanding (Adam calls the body of the if-statement “the method that is included in if”).

The variation in the syntax lies in that the code in the examples in the supporting documents differ from their own code in that they do not use curly brackets. This insight triggers a movement in their attention. Further there is a variation between what Adam reads in the document and where he first puts the left bracket { directly after if. Cecilia finally tries to compare curly brackets to ordinary parenthesis to better understand their semantics. This variation in the syntax comes to the fore by practice-oriented actions as well as theory oriented reflections: reading the document and typing a curly
bracket in a way that seems correct, and reflecting on how this relates to ordinary parenthesis.

The discussion of syntax precedes that of the semantics, with suggestions from students’ pre-knowledge in-between. Further, it is only one of the students who strives to develop her conception through understanding the meaning of curly brackets, the other two seem to, which they also say in the subsequent interviews, strive for pragmatic solutions, to write a syntactically correct if-statement.

VIII. Conclusions

The focus in the TPIPE-project is to get a better understanding of the complex relationship between students’ learning of theory and their learning of practice. In this section we discuss some patterns on how theory and practice interact in students’ learning that our example illustrates and that we can see in our larger data set.

The example from the on-going research discussed in this paper illustrates a common pattern in our data: It is not until the students do something in practice; here they start to write an if-else-statement, that they notice a variation between their own code and the code in the examples. In the practice the students open up a variation so that they become aware of a gap in their understanding; they do not know the syntax and semantics of curly brackets in Java. When the students notice the gap they try to fill it. A complex movement between practice-oriented and theory-oriented actions follows. The pattern we see is:

- In the practice students notice variation, often created by the students themselves, which makes them becoming aware of a gap in their understanding. The practice thus seems to strengthen and direct students’ attention, through variation, to such gaps and thus opens for learning.

Another observation from this example is how the students go about trying to fill the gap. First they focus on the syntax rules. In the example, Bengt answers Cecilia’s question why they put the curly bracket at a certain position: “Because they did it like that”, referring to the document they are studying. In the next phase Cecilia, who doesn’t seem to be satisfied with this answer attempts to compare and connect the use of curly brackets with ordinary parenthesis. Cecilia’s suggestion is firmly dismissed by Bengt. This leads however to a further discussion on the semantics of curly brackets where Adam and Bengt contribute with some aspects. Situations like this, with attempts to connect to previous knowledge are discussed by [30]. The authors write: “In order to fill the gap, relations have to be created between what the students already know and what is new in the situation.” (p. 152). The pattern that we see here and elsewhere in our data indicates that the attempt to fill a gap in programming might often follow a certain pattern:

- Student often first focus on syntax and how to do in practice. If they do not succeed, a theoretical discussion may start where the focus shifts to previous knowledge and whether this can contribute to filling the gap. Finally, if this attempt did not succeed, a continued theoretical discussion on what is new in the situation, or practical attempt, may follow.

An initial practice-oriented action, which can be characterized as for example ‘we do as we did in the previous exercise’-thinking, or ‘this is what the lab instruction says we should do’-thinking, or ‘I just happened randomly do this’, can trigger a need for understanding why, or why not, it should be done in this particular way. A theory-oriented discussion, which in our data is often focused on semantics, may follow to resolve the problem. When the students seem content with their explanation, or if they cannot come further, they continue with a practice-oriented action. Again, the practice might make the students aware of a gap in their understanding which leads to a theory-oriented discussion. Thus, we can follow a wave, or a movement forward in the learning process, which alters between practice-oriented actions and theory-oriented reflections, but where the practice-oriented actions frequently, but not always, seem to be the initial triggers of the movement. This may be because the students’ own practice creates variation, which helps them discover gaps in their knowledge/understanding.

Already before this project started we were aware of that both theory and practice were needed for a good learning of programming. But how closely connected these two facets are, to what extent they support each other and the whole, and how many ways in which they can interact, has only became visible to us as during this research project.
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